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Abstract

One of the current challenges in paraphrase generation is the ability to enforce
linguistic constraints on the desired output. These constraints may relate to the
length of the output sentence, its syntactic structure, the presence of specific words,
etc. While recent works focus on these constraints in isolation, this paper studies
a variety of constraints imposed separately or in combination with one another.
These constraints include different linguistic factors (surface words, syntax and
semantics) of the input sequence or output sequence or both, and different data
shapes (scalar value, sequence and tree). These constraints are integrated in a
paraphrase generation process using an attention-based encoder-decoder model
trained and experimented on the ParaNMT-50M corpus. The results show that
the constraints are well respected by the models and that they allow to improve
the quality of the produced paraphrases. This multiple constraint-driven model
opens a new window for controllable paraphrase generation. The code is publicly
available2.

1 Introduction

Paraphrase generation, i.e. the transformation of a sentence into a well-formed but lexically different
one while preserving its original meaning, is a fundamental task of Natural Language Processing
(NLP). Through the objective of meaning preservation, paraphrase generation systems are useful tools
when users attempt to rephrase some parts of a text [Max, 2008]. It can also be applied to improve
other NLP tasks, for instance by increasing the training data with new examples of sentences [Iyyer
et al., 2018] or by offering variation to the outputs of a given model. Examples of such application
tasks are text simplification [Kajiwara, 2019] or speech synthesis [Boidin et al., 2009].

In most applications, the objective of paraphrase generation is to fit a target domain/task/style based
on target-specific samples (e.g., ‘Twitter’, ‘Shakespeare’, etc.). For instance, Keskar et al. [2019]
have proposed an effective solution to perform style transfer using the concept of style tokens or
"codes" to condition transformer models. As opposed to these approaches, we focus on applications
where the user wants precise control on the generation process by selecting the linguistic parameters
that best fit its needs. To do so, related work have proposed to enforce constraints on the paraphrase’s
∗Corresponding author
2https://gitlab.inria.fr/expression/tremolo/controllable-paraphrase-generation
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length [Kikuchi et al., 2016], its syntactic structure [Kumar et al., 2020, Goyal and Durrett, 2020], or
words to be removed from the source sentence [Kajiwara, 2019].

In this context, this paper studies to what extent the constraint-sensitive paraphrase generation
paradigm can be extended. Namely, our contribution is to consider, compare, and combine several
types of constraints, depicting (1) various linguistic aspects (syntax, lexicon and semantics), (2)
focusing either on the output or input sentence or both, and (3) with different data shapes (scalar value,
sequence, tree). To do so, multiple attention-based encoder-decoder models3 are trained following
a unique consistent architecture. Based on a general-purpose paraphrase corpus (ParaNMT-50M),
constraints are derived from each source-target pair of sentences and used to condition the paraphrase
model. The performance of the models is investigated across the different types of constraints and
their combinations through objective and perceptual evaluations of the paraphrases, as well as by
measuring how often the input constraints are satisfied. Finally, it is important to highlight that
the generation of the constraints is not the purpose of this paper. In absolute terms, they could be
provided by end-users or predicted by some machine learning models. Instead, this paper focuses on
how well the single or combined constraints can be satisfied using the paraphrase model.

The paper is organized as follows: after discussing the related work in Section 2, Section 3 details
our generic model architecture while Section 4 introduces the different types of constraints tested.
Then, Section 5 presents the experimental setup, and Sections 6 and 7 report the results.

2 Related work

While natural language generation was historically grounded on rule/grammar-based sys-
tems [Deemter et al., 2005, Gatt and Reiter, 2009] or statistical systems with dedicated modules [Quirk
et al., 2004, Koehn, 2009], advances in deep learning have homogenized the various tasks (machine
translation, paraphrase generation, text summarization, question-answering, etc.) with a massive use
of sequence-to-sequence neural models, whatever the underlying implementation (RNNs, LSTMs,
Transformers, etc.). This section focuses on these approaches but note that other paradigms still exist,
for instance the one based on retrieval approaches [Li et al., 2018, Huang et al., 2019].

In the case of paraphrase generation, this homogenisation allows the translation of the key dimensions
of the task, i.e. semantic preservation, linguistic correctness and respect of the intended task ("what
is the paraphrase for?"). The topic of controllable paraphrase generation studies how can this last
dimension best be taken into account. When the purpose is to mimic a target style, this topic can be
seen as style transfer [Jin et al., 2020]. Both topics have received much attention in recent years.

The first (straightforward) approach is to leave the model infer the logic of the task-specific goal by
simply observing the data. If aligned data is available, the output distribution of the model can be
conditioned by learning the transition from input sentences to a paraphrase which satisfies the target
task [Wang et al., 2019, Lai et al., 2021]. Other methods explicit inside the model the need to separate
various dimensions/concepts from the input sentence. Then, the problem is either to keep certain
aspects invariant (eg. semantics and formality level) in the output while changing the others (eg.
syntax) [Bao et al., 2019, John et al., 2019], or to modify all aspects independently and recombine
them [Li et al., 2019]. An interesting outcome of these approaches is that concepts (embeddings) from
several input sentences can be mixed together (eg. meaning of sentence A with syntax of sentence B).
Another interesting perspective of this approach is that it can be implemented in an unsupervised
context (i.e. where the input and output sentences are not aligned) thanks to adversarial training.
In general, the negative point of these approaches for our problem is that the control is not precise
because the notion of style is not explicit.

For a finer control of the generated paraphrases, other approaches have been proposed to integrate
explicit constraints. For instance, related work have proposed to enforce constraints on the para-
phrase’s length [Kikuchi et al., 2016], its syntactic structure [Kumar et al., 2020, Goyal and Durrett,
2020], words to be removed from the source sentence [Kajiwara, 2019] or even the name of a target
style [Dai et al., 2019]. In the line with these works, our article experiments in depth the capacity
of this approach to integrate multiple and varied types of constraints. This principle can also be
found in approaches that rely on prompts [Liu et al., 2021]. The idea is to give indications to the

3As [Egonmwan and Chali, 2019] have shown that the difference between transformer and recurrent neural
networks (RNNs) is not so big in paraphrase generation, we use RNNs to be able to compare with related works.
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Figure 1: Overview of the constraint-sensitive model.

models as to the expected output. For example, this can be done using prefix prompts with global
instructions ("paraphrase like Shakespeare: your sentence...") [Keskar et al., 2019] or by masked
output sentences in which unmasked words could be thought as known constraints [Brown et al.,
2020]. Alternatively, the constraints can be taken into account at the time of decoding [Post and Vilar,
2018, Hu et al., 2019]. These approaches have the advantage of not requiring a particular generation
model a priori, but this requires efficient decoding strategies to face the combinatory of the search
space [Chevelu et al., 2009, Fabre et al., 2021]. Furthermore, they do not guarantee that the model
proposes paraphrases that satisfy the constraints. In this respect, variational [Deriu and Cieliebak,
2018] or GAN [Cao and Wan, 2020] can help bringing more diversity.

3 Constraint-sensitive model

Given an input sentence X = [x1, ..., xTX
] and a set of constraints C = {Ci}1≤i≤n of target

characteristics, our goal is to generate a paraphrase sentence Y = [y1, ..., yTY
] that satisfies the

constraints. Each constraint can be either a single scalar value, i.e., the desired length of output, or
can be complex/structured data, i.e., a pattern to insert, a syntax tree, etc. In the paper, we refer to
this architecture as Constraint-sensitive Paraphrase Generation Network (CPGN).

Inspired by Iyyer et al. [2018], we extend the usual encoder-decoder architecture to include several
encoders, one for the source sequence and one for each constraint to apply, as shown in Figure 1.
For input sentences and sequential constraints, each encoder relies on an embedding layer, then
a bidirectional LSTM layer, while it is limited to an embedding layer for scalar constraints. The
decoder relies on a unidirectional LSTM backed up by an attention mechanism for each sequential
encoder. Finally, a copy mechanism mixes direct information from the source sentence and from
the decoder to decide whether some source tokens should be simply duplicated. The details of this
architecture can be found in the supplementary material. To study the various types of constraints
and their potential combinations, several instances of this architecture are trained and compared.

4 Constraints

This section describes different types of constraints, ranging from various linguistic aspects (syntax,
lexicon, semantics) and data shapes (scalar, sequence, tree) and how they are modeled in this work.
Contrary to macroscopic styles (like ‘Twitter’ or ‘Shakespeare’), we focus on linguistic constraints
that users can control. For each type of constraints, examples are given from real data.

4.1 Length

As illustrated in the example below, the output sentence can be constrained based on a target length,
i.e., number of tokens, of the output sentence. This is directly represented as a single integer which is
then mapped by the dedicated encoder to an embedding of size 56.

Input Constraint Output
well , we ’re going to make sure
the tape is in the right hands

length = 10 we ’ll make sure the tape is in
the hands

4.2 Syntactic structure

The syntactic structure of a sentence can be expressed as a parse tree where the internal nodes are phrases and
leaves are tokens. To constrain a paraphrase to follow a given syntactic structure, leaves are removed and the
remaining tree is linearized using a prefix-bracketed representation. If desired, the syntactic constraint can be
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relaxed by only keeping the few first top levels of the tree as shown in the example below. As defined in Section 3,
all items of the constraint sequence are mapped to an embedding space, and then contextually embedded with a
recurrent layer 4. Here, the vocabulary of the constraint is of size 104, token embeddings are of size 56, and the
contextual embeddings from the LSTM layer of size 128.

Input Constraint Output
you ca n’t just take her life and
forget about ours .

top-2 parse tree =
( ROOT ( SBARQ ( WHADVP ) (
SQ ) ( . ) ) )

how can you take her life and
forget ours ?

4.3 Semantic similarity

Given an input sentence, the goal is to generate a paraphrase with a desired semantic similarity. For this purpose,
we use BERTScore [Zhang et al., 2020] which successfully incorporates semantic information behind sentences
[Devlin et al., 2019]. Although a paraphrase is generally understood as preserving as much semantics as possible
from the original sentence, the idea of this type of constraint is that the user can relax this criterion to offer
more flexibility to the model and possibly satisfy other types of constraints. Examples with imperfect meaning
preservation can be found in real data. For instance, the following example shows a pair of paraphrases where the
semantic similarity is only 80%. In practice, this similarity cannot be too low as this would break the definition
of paraphrases. Hence, in our training dataset, the BERTScore values only range from 66% to 100%.5

Input Constraint Output
after all i saw , the idea of going
back to mom and dad depresses
me .

BERTScore Similarity = 80% and my dad ’s gon na hurt me .

4.4 Pattern of desired words

It is common that a user may want to include specific words in the output paraphrase. For this purpose, we
introduce inclusive pattern (pattern∈), where a pattern of desirable words is provided to the network in the
simple form of a regular expression. In the example, we ask the network to paraphrase the input in a way
that the words violated and ceasefire appear in the output in this order. As shown in the example, regular
expression operators can be used. Here, asterisks (*) stem for “zero or more words”, and dollar sign ($) for
“end of sentence”. Likewise, patterns can be asked to start at the beginning of the sentence (not shown in the
example). In our experiments, we limit patterns to include 1 or 2 words, as well as the previously mentioned
operators. This enables us to represent a pattern constraint as a fixed-length sequence of tokens. Each pattern
token (words and operators) is embedded using the same embedding space as in the source sequence encoder.

Input Constraint Output
they ’ve broken the armistice patt.∈ = * violated * ceasefire $ they violated the ceasefire

4.5 Pattern of undesired words

Alternatively, users may want to discard some words that are in the source sentence but should not appear in the
output sentence. These constraints are named exclusive patterns, denoted as pattern/∈. They are modeled and
fed into a network in the same way as pattern∈. In the following example, the input sentence is paraphrased by
removing the unwanted sequence the fuck.

Input Constraint Output
get the fuck out ! pattern/∈ = * the fuck * get out of here !

4.6 Combination of constraints

Finally, we study the possibility for the network to jointly take into account several types of constraints. For
instance, below is shown a combination of length and pattern constraints which leads to a paraphrase with length
13 in which seeing and another have been inserted (here replacing dating and different, respectively). As stated
in Section 3, all constraints are independently encoded and fed to the decoder as additional input information.

4For the experiments, parse trees are provided by the Stanford parser [Manning et al., 2014].
5Let one note that a wider range could be considered by extending the corpus with poor quality paraphrases.

However, we decided here to stick to the original training data to propose a consistent experimental pipeline
across all the constraints.
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Input Constraint Output
if dick starts dating her again
, you ’re gonna need to get a
different roommate

length = 13 and
pattern∈= * seeing * another *

if dick starts seeing her again ,
you have to find another room-
mate

5 Experimental setup

This paper studies the ability of CPGNs to respect the provided constraints while producing semantically and
grammatically correct paraphrases. This section details the data, as well as systems, evaluation metrics and the
constraint selection scheme.

5.1 Dataset

All experiments are conducted on the ParaNMT-50M corpus [Wieting and Gimpel, 2018] which includes 50
million paraphrases with a vocabulary size of 31K obtained by back-translating the Czech side of the CzEng
parallel corpus [Bojar et al., 2016]. Among them, 49M , 12K and 100K were used for training, validation and
test, respectively.

5.2 Systems

Our Models (CPGNs) are trained separately for each single type of constraints from Section 4 and some
combinations of them.

The no-constraint baseline is a model with no constraint encoder module.

Naive systems are constraint-aware systems which built by designing constraint-specific post-processing steps.
These steps can be either directly applied on the input sequence or on the output sequence given by the baseline
constraint-free model (No Constraint). In the remainder, these two configurations are referred to as Naive or
Baseline+Naive, respectively. In the case of length constraints, post-processing consists in inserting or deleting
random tokens until the target length is met. Regarding patterns, the presence (pattern∈) or absence (pattern/∈)
of the regex constraint is forced by replacing random tokens with pattern ones, or inversely.

Length and syntactic baselines are models from the litterature. LenEmb [Kikuchi et al., 2016] proposes to
control the length of output via the embedding of the remaining length and also with LRPE [Takase and Okazaki,
2019] that proposed to use positional encoding to control the length of output6. In addition, we compare with
SCPN [Iyyer et al., 2018] that generates a paraphrase from full parse tree.

5.3 Evaluation metrics

Constraint evaluation metrics Evaluation focuses on how well the constraints are effectively satisfied in
the outputs. This is computed as mean absolute errors (MAEs)

• MAElength = 1
|N|
∑

N

∣∣∣ len(output)−`
`

∣∣∣ where len(x) is the number of tokens in sentence x, ` is the
target length, and N is the normalization factor.

• MAEBERTScore =
1
|N|
∑

N |BERTScore(input, output)−b | where b is the target meaning preservation.

• MAEpattern∈//∈ = 1− # of matched patterns
# of constraint patterns .

Error on parse trees is reported in terms of syntactic-TED metric proposed by Chen et al. [2019] which is based
on evaluating the tree edit distance between parse the tree of output and the desired parse tree after removing
word tokens (tree leaves).

Paraphrase evaluation metrics We rely on the standard automatic NLG evaluation metric BLEU [Pa-
pineni et al., 2002]. BERTScore values between the output and reference are also reported to evaluate their
semantic similarity7.

5.4 Choice of the constraints values

Two sets of experiments are set up: first in a controlled environment where the constraints are set such that the
system targets the reference. Second, without references, we explore more freely the impacts of values of the
constraints.

6Both of these works proposed to control the length in character level, however, ours works in word level.
7See supplementary materials for the results in terms of METEOR, ROUGE-L and GSM.
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Table 1: Paraphrase quality (BLEU and BS(o,r), the higher the better) and MAEs (the lower the
better) for various types of constraints. MAEs associated with the system constraints are in bold. BS(o,
r) stands for the BERTScore between the output, i.e. the generated paraphrase, and the reference.
Models prefixed with ? are based on the proposed CPGN architecture. "All types" includes length,
top-2 Parse Tree, BERTScore, pattern∈ and pattern/∈.

Constr. Model NLG metrics ↑ Mean Absolute Error (MAE) (%) ↓
BLEU BS(o,r) Length TED BSc. Patt.∈ Patt./∈

None ?No-Constraint Baseline 30.0 92.2 22.2 12.1 4.8 72.9 52.03

Length
Naive Length 23.2 90.5 0.0 14.3 3.2 100.0 84.5
LenEmb [Kikuchi et al., 2016] 26.2 91.0 12.2 13.7 3.9 94.2 61.7
LRPE [Takase and Okazaki, 2019] 29.4 91.6 10.7 11.6 3.7 59.1 46.3
?Length 31.6 92.7 ∼ 0.0 11.4 3.3 66.3 49.9

Syntax SCPN [Iyyer et al., 2018] 25.9 92.1 23.2 10.9 3.4 63.1 59.3
?Top-2 Parse Tree 30.7 92.7 18.7 10.8 4.7 60.0 48.6
?Full Parse Tree 52.9 95.5 1.7 2.5 3.8 38.8 33.4

Semantics ?BERTScore 31.0 93.2 20.4 11.5 3.2 64.2 48.9

Pattern∈
Naive Pattern∈ 22.1 90.4 24.5 19.3 4.7 0.0 0.7
Baseline + Naive Pattern∈ 25.8 91.1 22.9 16.9 4.1 0.0 0.5
?Pattern∈ 44.7 94.8 15.5 9.3 3.2 7.4 35.2

Pattern/∈

Naive Pattern/∈ 19.8 90.1 24.5 21.0 7.2 100.0 0.0
Baseline + Naive Pattern/∈ 21.7 90.8 23.9 07.9 5.2 79.5 0.0
?Pattern/∈ 34.7 93.1 18.0 10.8 4.4 61.5 41.2

Multiple

?Length + BERTScore 31.9 93.9 < 0.1 11.1 2.6 62.5 46.8
?Length + Top-2 ParseTree 33.0 93.2 ∼ 0.0 8.3 2.6 57.1 42.9
?Length + Pattern∈ 46.6 95.2 ∼ 0.0 8.7 3.8 14.0 34.8
?BERTScore + Pattern∈ 45.6 95.1 13.0 8.8 4.0 21.8 33.5
?All types 47.2 94.8 2.7 8.8 3.8 11.3 26.6

Reference-based experiments To automatically assess the quality of constrained paraphrase generators, a
test set of paraphrase pairs is used and, for each source sentence, constraints are selected to fit the corresponding
reference, as in [Takase and Okazaki, 2019]. For example, if the length of the reference is 10, the network
is asked to generate a paraphrase with length 10 and the output is compared against the reference. While
enabling the use of measures like BLEU or MAE, this setup introduces a bias on the paraphrase quality since the
constraints can always be satisfied within a linguistically correct paraphrase (the reference).

Free constraints experiments To investigate how the system generalizes in a less controlled environment,
we explore a plausible range of constraint values, regardless of the reference. Thereby, for length constraint, we
test values from 5 to 40 for each input in the test set. For BERTScore, we consider the values in the range of 0.6
to 1.0 with step 0.05. For pattern∈, we construct maximum 5 patterns by randomly choosing the synonym of
input tokens8. For pattern/∈, we construct maximum 5 patterns by randomly choosing one or two input tokens.
We extracted the most 10 frequent top-level parse trees from the training set and generated paraphrases of each
sample with these 10 parse trees. Note that for these experiments, natural language generation (NLG) metrics
cannot be computed since no reference exists for each constraint. Only constraint satisfaction can be reported.

Therefore, three workers were asked to rate 150 paraphrase pairs: 25 pairs for 5 types of constraints, and 25
pairs from the no-constraint baseline. All source sentences are different and have been randomly chosen. For
some types of constraints, constraint values have been randomly drawn from the most likely values to prevent
from outliers 9. Length constraint range in [−20%,+20%] of the input sentence length ; BERTScores are in
[0.8, 0.95] ; and parse trees were limited to the 5 most frequent one (instead of 10 in MAE experiments).

6 Reference-based results

As detailed in Table 1, this section reports paraphrase quality and constraint satisfaction when targeting a given
reference.

6.1 Constraint satisfaction

The following comments on the main results w.r.t. constraints satisfaction (MAE columns).

8We used Word2Vec [Mikolov et al., 2013] and WordNet [Miller, 1998] to extract synonyms.
9For instance, targeting a length of 40 words for an input sentence of 10 words.
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Figure 2: Detailed constraint satisfaction for length (a) and BERTScore (b). Lines show the ratio
between requested and generated constraints, 1 meaning that they exactly match. Gray histograms
are the distribution of constraints in the training set. Details in Section 6.1.

Length is precisely followed. The minimum MAElength is obtained when length is applied as a constraint
and the error is significantly reduced compared to when other types of constraints are applied. The baselines
LenEmb [Kikuchi et al., 2016] and LRPE [Takase and Okazaki, 2019] that also include a length constraint
perform worse because they try to follow the target length at the character level, which is much harder. Then,
the use of the reference full parse-tree brings very good results, which is logical as the number of leaves in this
tree is basically the number of tokens. Figure 2a provides additional details regarding the requested (reference)
length. The y-axis shows the length of the produced paraphrase normalized by the requested length. Overall, it
appears that the model properly learns to generate the desired length even for long sentences. On the other hand,
other systems like no-constraint or BERTScore tend to produce shorter sentences, especially when the reference
is long (more than 20 tokens). This is in line with previous findings showing that neural paraphrase generation
tends to produce short sentences and thus performs poorly on long ones [Prakash et al., 2016].

The more structural information, the better the network follows it. To investigate syntactic constraint
satisfaction, full and top-2 level parse trees from the reference are compared. A significant improvement in
TED is reported when the full parse tree is provided. Considering the top-2 levels is much less efficient, but
still outperforming the no-constraint baseline. This is because the top-2 levels are too generic to describe the
desired changes. As an illustration, the top-2 levels of parse trees of the input and reference are the same for
24% of the test sentences. Finally, it is worth noting that all types of constraints lead to better TED values than
the No-Constraint baseline.

Semantics can be controlled by BERTScore representations. Results in Table 1 show that the highest
semantic similarities with the reference are for the models based on the BERTScore constraints. This means that
semantics can be controlled in the paraphrase generation process. Likewise, it is interesting to highlight again
that BERTScore values come from a very limited range of values, as shown in Figure 2b.

CPGNs are able to include or remove patterns. The results show the success of generated sentences in
following the patterns when they are used as constraints. It reveals that inclusive patterns are more informative
than exclusive patterns since they provide information about new tokens and their order. In addition, a deeper
analysis on the Part-Of-Speech (POS) tag of pattern tokens shows that introducing nouns and adjectives is harder
than other tags as they imply more modifications on the neighbouring words (see supplementary materials).

Combination of constraints is challenging for the network. Finally, Table 1 reports that CPGNs are able to
combine constraints to achieve better results. Obviously, the more information is provided about the reference,
the easier it is to beat the No-Constraint model. Nonetheless, depending on the type of constraints, this
improvement takes different shapes. Two scenarios can be observed: cooperation or compromise. For instance,
when combining the length and BERTScore constraints, MAEBERTScore is better than when using the BERTScore
constraint alone (from 3.19 to 2.58) while MAElength remains close to what is got using the length constraint
alone. In this case, the information about the target length guides the system to follow the semantic constraint.
The compromise case occurs when each isolated constraint has already achieved very good results on their
respective domains. For instance, in the combination of length and inclusive patterns, MAElength (respectively
MAEpattern∈ ) is worse than the one of the length (respectively pattern∈) only model. In parallel, MAElength
(respectively MAEpattern∈ ) is better than the one of the pattern∈ (respectively length) only model. Hence, the
system selects a compromise between the two constraints.

6.2 Paraphrase quality

This section comments on Table 1 w.r.t. NLG metrics (BLEU and BERTScore between output and reference) to
prove that CPGNs do not blindly apply the constraint, but indeed produce good paraphrases.
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Table 2: Examples of CPGNs output given the same source sentence using various types of constraints.

Source
so i ’m afraid it was your father who took the grenade from the defense volunteers .

Clength Output
5 it was your father .
10 i ’m afraid it was your father ’s grenade .
15 i ’m afraid it was your father who took the grenade from defense volunteers .
Ctop-2 parse tree (source top-2 parse tree: (S(ADVP)(VP)(.)) )
(SBARQ(WHADVP)(SQ)) why did you take the grenade from the defense volunteers ?
(S(PP)(,)(NP)(VP)(.)) by the way , it was your father who took the grenade from the defense volunteers .
(S(S)(,)(CC)(S)(.)) so i ’m afraid it was your father , and he took the grenade from the defense volunteers .
CBERTScore
0.8 that ’s what i ’m afraid of .
0.85 that ’s why i ’m afraid of your father .
0.9 that ’s why i ’m afraid it ’s gon na be your father ’s .
0.95 i ’m afraid it was your father who took the grenade from the defense department .
Cpattern∈
* worry * dad * so i worry it was your dad who took the grenade from the defense volunteers .
therefore * bomb * therefore , i ’m afraid it was your father who took the grenade from the defense .
* military * so i ’m afraid it was your father who took the grenade from the military .
Cpattern/∈
* afraid * so i ’m worried that it was your father who took the grenade from the defense volunteers .
so * father * i ’m afraid it was your dad ’s grenade .
* who * from * so i ’m afraid it was your father that took the grenade off the defense .

Structural constraints improve the quality of paraphrases. Considering constraints on length or parse tree
show strong improvements across the more lexical based metric BLEU. First, models with length constraint
outperform the no-constraint model and the length-aware naive baseline on all metrics. It proves that providing
the length constraint is not just a simple template for the network: it learns how to properly use it to generate
better paraphrases. Second, parse trees also improve the quality of paraphrases. As expected, using full parse
trees generates paraphrases which are very close to the reference as it gives a lot of information. Limiting this
information to the top-2 levels of the parse tree still helps but significantly less.

BERTScore constraints enhance semantic quality as well. About semantics, the quality of the generated
paraphrase is improved when considering the BERTScore constraint as the BS(o, i) increases in comparison
to the No-constraint baseline. However, targeting a given BERTScore is difficult as words are discrete and
changing one word inevitably changes the meaning.

Following patterns drastically improves the quality of paraphrases. Patterns provide the model with valu-
able information about the choice of words and their order. Since CPGNs are successful in following the patterns,
improvements are also reported in the quality of paraphrases. For pattern∈ constraints, significant improvements
are observed on the NLG metrics. They are even sometimes close to the results obtained when using the full
parse tree constraint, while much less information is provided by the patterns. Whereas this could be only
due to the limited lexical transformations of one or two words in the ParaNMT corpus, the poor results of the
naive approaches show that this is not true. Hence, the improvement for pattern∈ does not only come from
the additional information but also from extra knowledge learned and properly used by the network. Applying
pattern/∈ results in less improvements especially in terms of BLEU, which is a lexical measure. This is because
giving information about which words should be removed does not help to find the same substitution as in the
reference.

Combining constraints brings synergy. Among different combinations of constraints, we provided the results
of some that we find interesting from an application viewpoint. As shown in the last rows of Table 1, combining
two types of constraints is always beneficial in terms of paraphrase quality, w.r.t. using one of each two in
isolation. Even if this could be expected since the more information from the reference is provided, the better
the results. Especially, the "all types" shows that the model is able to consider up to 5 different constraints with a
good final performance.

7 Free constraints results

This section explores the use of free constraints, i.e. when they are not derived from the target reference.
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Table 3: Constraint satisfaction as MAEs ( %, the
lower the better) for single or double constraints.

Constraints (c1 and c2) MAEc1 MAEc2

Length 0.1 -
Top-2 ParseTree 1.2 -
BERTScore 8.3 -
Pattern∈ 20.9 -
Pattern/∈ 30.9 -
Length + BERTScore 0.4 8.6
Length + Pattern∈ 0.1 20.9
BERTScore + Pattern∈ 11.2 18.6
Length + Top-2 ParseTree 0.8 1.9

Table 4: Results of the human evaluation (7 = no
paraphrase, ∼ = ungrammatical paraphrase,
3 = grammatical paraphrase).

Model 7 ∼ 3
No Constraint 0.64 0.17 0.19
Free Constraint CPGNs

Length 0.67 0.24 0.09
Top-2 Parse Tree 0.45 0.30 0.25
BERTScore 0.52 0.14 0.34
Pattern∈ 0.71 0.09 0.20
Pattern/∈ 0.69 0.10 0.21
Average 0.61 0.17 0.22

7.1 Constraint satisfaction

Table 2 contains some examples of generated paraphrases for various types of constraints, while Table 3 reports
constraint satisfaction in terms of MAE for each type of constraint. Note that the TED value for Top-2 Parse Tree
is not directly comparable with the one from previous experiments reported in Table 1. Here, TED is computed
by comparing the top-2 levels of the constraint and output, whereas, in Table 1, TED compares the full trees of
the reference and output. For other values, scores stay close but a little bit worse. Thereby, CPGNs are still able
to follow the constraints even with a larger range of values, including when constraints are combined. Still, two
exceptions can be noticed, bringing better results than when using reference-based constraints: Pattern/∈ and
BERTScore + Pattern∈. This will need further investigations.

7.2 Paraphrase quality

As mentioned in Section 5.4, due to the lack of reference for each constraint value in free constraint experiments,
NLG metrics cannot be used. For this reason, to measure the quality of free constraint paraphrases, a human
evaluation is performed in which workers are asked to rate a paraphrase pair < x, y > on the three-point
scale from Kok and Brockett [2010], where x is the source sentence and y is the generated sentence. A value
2 (denoted as 3) in this scale indicates that y is a grammatical paraphrase of x (i.e., meaning preservation
and grammar are OK), while 1 (denoted as ∼) means y is an ungrammatical paraphrase of x (only meaning
preservation is OK) and 0 (denoted as 7) means no paraphrase relationship (none of them is OK). Table 4 shows
that applying free constraints leads to acceptable paraphrases in terms of quality, mostly in line with scores of
the "no-constraint" model. Deeper analysis reveals that syntax-related constraints, i.e., length and parse tree,
spoil the grammar more than the others. Second, the model mostly applies the patterns (inclusive or exclusive)
with correct grammar. Finally, paraphrasing with the BERTScore constraint is the most challenging of all.

8 Conclusion and future work

In this paper, we have experimented with a general paraphrase generation framework to integrate various types
of constraints and thus provide more control on the desired output. The results show that this framework is
effectively able to take into account these constraints—although this is with variable performance according to
the type of constraints—and that this can help to produce better paraphrases.

Several perspectives are opened by these results. First, the use of patterns seems promising, especially as this
matches several applicative needs. Hence, it would be interesting to attempt the use of more complex patterns,
e.g. composed of more words or mixing linguistic levels like POS. Likewise, single patterns could be replaced
by sets of all the patterns that one would like to see or not see in the output, whenever applicable. Then, the
paraphrase models should be shifted to transformer-based architectures, in particular to exploit their ability to
easily combine variable numbers of heterogeneous inputs, here the source sentence and the constraints. Finally,
it would be interesting to study the integration of CPGNs in a computed-assisted writing tool for end-users,
where the remaining challenge would be to help users select or build their constraints.
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A Appendix

We provide more details of our constraint-sensitive model in Section A.1. Also, additional evaluation results and
analysis are given in Section A.2.

A.1 Detailed model architecture

Given an input sentence X = [x1, ..., xTX ] and a set of constraints C = {Ci}i of target characteristics, our
goal is to generate a paraphrase sentence Y = [y1, ..., yTY ] that satisfies the constraints. Each constraint can be

Figure 3: Architecture of the constraint-sensitive model. Some layers have been skipped to optimize
readability.
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either a single scalar value, i.e., the desired length of output, or can be complex/structured data i.e., a pattern to
insert, a syntax tree, etc. In the paper, we refer to this architecture as Constraint-sensitive Paraphrase Generation
Network (CPGN).

Inspired by Iyyer et al. [2018], we extend the usual encoder-decoder architecture to include several encoders,
one for the source sequence and one for each constraint to apply, as shown in Figure 3. The remainder describes
these encoders, the decoder, and the final generation step.

Source sentence encoder Using a single-layer bidirectional LSTM Hochreiter and Schmidhuber [1997],
each token xi of the source sequence X is represented as a word embedding of size 300, and converted
into a contextual embedding defined as the encoder hidden state ei. We denote the full embedding of X as
e = [e1, . . . , eTX ].

Constraint encoder In a generic approach, we consider each constraint as a sequence of items. This enables
to represent various types of constraints, like word sequences, regular expressions, linearized data structures,
scalars, etc. Hence, a constraint Ci is represented as a sequence of Ni elements [Ci,j ]j∈[[1,Ni]]. A dedicated
component encodes each element, leading to the constraint embedding ci = [ci,j ]j∈[[1,Ni]]. In practice, several
architectures could be used to perform specific encodings but this is not the objective of our work. Here, items
are first projected to an embedding space using a fully connected layer, and then fed to a uni-directional LSTM
layer. In the case where the constraint is a scalar value (e.g., a desired target length for the output paraphrase),
the LSTM layer is skipped as the sequence is of size 1.

Decoder At every time step t, the decoder is conditioned on the source sequence embedding e and K
constraints represented by their embedding ci. Internal state dt and hidden state ht of the decoder yield from
the following recurrence:

(ht, dt) = decode(ht−1, dt−1, e, c1, . . . , cK) . (1)
In practice, the recurrent part is implemented using a uni-directional LSTM layer.

In complement, the input embedding e is screened through an attention mechanism [Bahdanau et al., 2015] at
each time step t, that is:

attention(e)t = at =

TX∑
i=1

αt,iei ,

with αt = softmax(ot) ,
and ot,i = tanh(dt−1, ei) .

(2)

Similarly, each constraint embedding ci is also associated to an attention mechanism inside the decoder. To
avoid useless complexity, this mechanism is skipped in the case of scalar constraints as there is only one item on
which attention can be paid11.

Output generation Usually, many parts of a paraphrase directly come from the source sentence, e.g. to
handle entity names or out-of-vocabulary words. To enable this behavior, we enrich the model by incorporating
the copy mechanism proposed by See et al. [2017]. The principle is that the probability Pr(yt = w) to generate
an output word w at time step t not only comes from the decoder, but also from the attention paid on the
occurrences of w in the source sentence. This is achieved through a linear interpolation as follows:

Pr (w|t) = Pr src(w)× pcopy
+Pr dec(w|t)× (1− pcopy) , (3)

with Pr dec(w|t) = softmax(ht) , (4)

Pr src(w) =
∑

i :wi=w

at,i , (5)

and pcopy = σ(ht, dt, e, c1, . . . , cK) . (6)

A.2 More evaluation results

Table 5 shows the evaluation results of paraphrase quality in terms of METEOR, ROUGE-L Lin [2004] and
GSM Rus and Lintean [2012]. These metrics are computed using the nlg-eval package Sharma et al. [2017].
As shown in this table, the trend is similar to the BLEU metric that was reported in the main paper.

In addition, a deeper analysis on the Part-Of-Speech (POS) tag of pattern tokens shows that introducing nouns
and adjectives is harder than other tags as they imply more modifications on the neighbouring words (see Figure
4).

11Let one note that the generic attention mechanism would not hurt if not skipped since the softmax layer
would simply result to a singleton weight αt = [1].
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Constraint Model BLEU METEOR ROUGE-L GSM BS(o, r)
None ?No-Constraint Baseline 30.0 34.6 61.0 0.84 92.2

Length
Naive Length 23.2 31.8 57.6 0.83 90.5
LenEmb Kikuchi et al. [2016] 26.2 32.9 59.5 0.82 91.0
LRPE Takase and Okazaki [2019] 29.4 36.3 62.1 0.86 91.6
?Length 31.6 38.4 62.6 0.85 92.7

Syntax SCPNIyyer et al. [2018] 25.9 32.7 60.7 0.86 92.1
?Top-2 Parse Tree 30.7 36.6 63.1 0.85 92.7
?Full Parse Tree 52.9 53.1 78.7 0.90 95.5

Semantics ?BERTScore 31.0 36.2 62.2 0.85 93.2

Pattern∈
Naive Pattern∈ 22.1 34.3 60.5 0.87 90.4
Baseline + Naive Pattern∈ 25.8 36.8 64.5 0.87 91.1
?Pattern∈ 44.7 52.0 77.9 0.91 94.8

Pattern/∈

Naive Pattern/∈ 19.8 26.5 45.7 0.84 90.1
Baseline + Naive Pattern/∈ 21.7 29.3 47.4 0.86 90.8
?Pattern/∈ 34.7 39.3 66.8 0.87 93.1

Multiple

?Length + BERTScore 31.9 38.8 63.2 0.85 93.9
?Length + Top-2 Parse Tree 33.0 57.6 81.4 0.92 93.2
?Length + Pattern∈ 46.6 57.3 79.2 0.92 95.2
?BERTScore + Pattern∈ 45.6 53.6 78.8 0.91 95.1
?All types 47.2 55.3 77.0 0.91 94.8

Table 5: Systems performances with various types of constraints from paraphrase quality perspective.
The higher the better. BS(o, r) stands for the BERTScore between the output, i.e., the generated
paraphrase, and the reference. Models prefixed with ? are based on the proposed CPGN architecture.
"All types" includes length, top-2 Parse Tree, BERTScore, pattern∈ and pattern/∈.
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Figure 4: Satisfaction of Pattern∈ with respect to POS tags.
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